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Course Description  
It is expected in the financial industry today that the quantitative analysts are proficient in coding and implementing financial algorithms. This course aims to teach the students coding in different programming environments, especially C and C++ (possibly Excel VBA if we have enough time), in general terms, and in the specific context of financial algorithms.  
Another purpose is to review and implement all kinds of advanced computational statistics skills and numeric methods which are very useful in quantitative finance, such as Monte Carlo, EM, MCMC, importance sampling, finite difference method, etc. by case study and projects. And the focus will be how those methods can be applied to solve pricing/estimation/simulation problems in quantitative finance.  

Grading  
Final grade percentages are at the discretion of the instructor, but the following are highly likely:  

Homework Assignments (60%)  
There will be homework problems assigned and due, typically on a weekly basis. Solutions will be discussed in class during the week to follow. Collaboration on homework assignments is permitted, even encouraged, but each student should write up his/her own solution. Note that identical solutions among two or more students are not acceptable, and constitute plagiarism. The homework will be graded for completion and it is mandatory to show in the HW write-up all the coding (with verbal explanations of the results) and the corresponding numerical summaries, and when applicable, the analyses.  
You need to send the electronic version of solutions to wang913@purdue.edu before the HW due time. And you are required to submit the print-out of your solutions (including all the code, analysis, explanations) in class on the due date.  

Quizzes (10%)  
In this class the participation is extremely important and, therefore, to encourage students study more actively in class, a 10-minute quiz might be given during several selected classes. The contents of the quiz will be closely related to what we cover in the previous classes. There will be NO made-up chance for quizzes no matter whatever the reason is.  

Project (30%)  
The students are required to define a project topic from a refereed research paper that includes financial algorithms or the description of a numerical scheme in quantitative finance. The students have to present a project proposal during the last week of March. Once they have selected a specific paper, they have to do a complete computational implementation using C++. The students are required to give an oral presentation
during the last week of classes. The final report has to be turned in by the Friday of Finals Week. More
details will be given during the course. The project should be done preferably in individual, but pairs
or groups of no more than three students would also be allowed by the instructor; larger groups are not
acceptable. Because C++ is the language of choice in many sectors of the quantitative finance industry,
students are required to use C++ as their main implementation languages.
Possible topics of the projects can be:

- Develop a powerful C++ library for derivative pricing. You need to follow important principles of im-
  plementation of financial models and master algorithms of evaluation of different types of derivative
  securities: **European, American, standard, barrier and path dependent options on stocks and
  interest rates**. You also need to follow the Object-Oriented programming (OOP) styles, and show
  that you have good interpretation on **pattern designs, classes, namespace, inheritance, templates**, and
  so on.

- You may also work on a specific topic in quantitative finance (however this is not recommended
  unless it covers comprehensive computing and programming work with C++). Here I use ”statistical
  arbitrage” as an illustration to show the requirements for a project like this:
  You need to first introduce the basic concepts and techniques for statistical-based trading, and then
develop a C++ library to implement some of standard approaches to statistical arbitrage including
market neutral strategies such as pairs trading, value-based or constrain methods, momentum based
strategies, cointegration based trading, algorithmic and high-frequency trading. Again, you need to
follow the principles of OOP in developing the library.

### Outline

The outline of the course will look like the one below, but note that based on the students’ feedback and
time limitations, possible changes can be made:

- Basics of C (1-2 weeks). Main reference: Chapter 1,3-5,6,9,11 in book [7].
- Basics of C++ (2-4 week) Main reference: Section 1.1-1.4, Section 2,4,5,6,7 in [8]. Secondary
  reference: Chapter 6,7 in book [1].
- Deeper introduction on C++ libraries, the query language SQL, the idea of design patterns as object-
  oriented ”building blocks”, memory management, and some other Object-Oriented programming
topics.
  Chapter 11,13,14,16 in book [5]; Chapter 2-5 in book [1]. (4-6 weeks)
- Implementations of all kinds of quantitative finance algorithms such as pricing of derivatives of stocks
  or interest rates, hedging, numeric methods on PDE, and simulation methods for stochastic calculus
  with C++. Some statistical computing algorithms useful in quantitative finance might also be re-
viewed and illustrated, such as EM, MCMC, Importance sampling, kernel methods and so on.
  8 - 20 in book [1]; Chapter 1-7, 10-19, 24,25,26 in book [3]. (4-6 weeks)
- If there is still time left: Excel VBA and the interface between Excel and C++. Main reference:
in book [1].(1 week)

### Structure

Every week homework solutions will be discussed, and basic syntax introductions will be given. In any
remaining class time, the TA and the students will work together on additional financial implementations.
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